ASSIGNMENT-3

{

"cells": [

{

"cell\_type": "markdown",

"id": "406ab8ce",

"metadata": {},

"source": [

" ASSIGNMENT - 3 \n",

" "

]

},

{

"cell\_type": "markdown",

"id": "d2fa8506",

"metadata": {},

"source": [

"1.Download the dataset: Dataset"

]

},

{

"cell\_type": "markdown",

"id": "6156459c",

"metadata": {},

"source": [

"2.IMAGE AUGMENTATION"

]

},

{

"cell\_type": "code",

"execution\_count": 2,

"id": "fc34cad1",

"metadata": {},

"outputs": [],

"source": [

"from tensorflow.keras.preprocessing.image import ImageDataGenerator"

]

},

{

"cell\_type": "code",

"execution\_count": 3,

"id": "a4b14680",

"metadata": {},

"outputs": [],

"source": [

"train\_datagen=ImageDataGenerator(rescale=1./255,horizontal\_flip=True,vertical\_flip=True,zoom\_range=0.2)"

]

},

{

"cell\_type": "code",

"execution\_count": 4,

"id": "b22d69f3",

"metadata": {},

"outputs": [],

"source": [

"test\_datagen=ImageDataGenerator(rescale=1./255)"

]

},

{

"cell\_type": "code",

"execution\_count": 5,

"id": "eb38a22a",

"metadata": {},

"outputs": [

{

"name": "stdout",

"output\_type": "stream",

"text": [

"Found 4317 images belonging to 5 classes.\n"

]

}

],

"source": [

"x\_train=train\_datagen.flow\_from\_directory(r\"C:\\Users\\Acer\\Downloads\\Flowers-Dataset\\flowers\",target\_size=(64,64),\n",

" class\_mode=\"categorical\",batch\_size=24)"

]

},

{

"cell\_type": "code",

"execution\_count": 6,

"id": "b1c1813c",

"metadata": {},

"outputs": [

{

"name": "stdout",

"output\_type": "stream",

"text": [

"Found 4317 images belonging to 5 classes.\n"

]

}

],

"source": [

"x\_test=test\_datagen.flow\_from\_directory(r\"C:\\Users\\Acer\\Downloads\\Flowers-Dataset\\flowers\",target\_size=(64,64),\n",

" class\_mode=\"categorical\",batch\_size=24)"

]

},

{

"cell\_type": "markdown",

"id": "3a7798c3",

"metadata": {},

"source": [

"3,4. CREATE MODEL: Add Layers (Convolution,MaxPooling,Flatten,Dense-(Hidden Layers),Output)"

]

},

{

"cell\_type": "code",

"execution\_count": 7,

"id": "5251a5d6",

"metadata": {},

"outputs": [],

"source": [

"from tensorflow.keras.models import Sequential"

]

},

{

"cell\_type": "code",

"execution\_count": 8,

"id": "44e578dd",

"metadata": {},

"outputs": [],

"source": [

"from tensorflow.keras.layers import Convolution2D,MaxPooling2D,Flatten,Dense"

]

},

{

"cell\_type": "code",

"execution\_count": 9,

"id": "e16cbe29",

"metadata": {},

"outputs": [],

"source": [

"model=Sequential()"

]

},

{

"cell\_type": "code",

"execution\_count": 10,

"id": "b08a8bd0",

"metadata": {},

"outputs": [],

"source": [

"model.add(Convolution2D(32,(3,3),activation=\"relu\",input\_shape=(64,64,3)))"

]

},

{

"cell\_type": "code",

"execution\_count": 11,

"id": "7e80e337",

"metadata": {},

"outputs": [],

"source": [

"model.add(MaxPooling2D(pool\_size=(2,2)))"

]

},

{

"cell\_type": "code",

"execution\_count": 12,

"id": "3f5d5d36",

"metadata": {},

"outputs": [],

"source": [

"model.add(Flatten())"

]

},

{

"cell\_type": "code",

"execution\_count": 13,

"id": "94501b37",

"metadata": {},

"outputs": [],

"source": [

"model.add(Dense(300,activation='relu'))"

]

},

{

"cell\_type": "code",

"execution\_count": 14,

"id": "6255d4a7",

"metadata": {},

"outputs": [],

"source": [

"model.add(Dense(300,activation='relu'))"

]

},

{

"cell\_type": "code",

"execution\_count": 15,

"id": "f24ccfa0",

"metadata": {},

"outputs": [],

"source": [

"model.add(Dense(5,activation=\"softmax\"))"

]

},

{

"cell\_type": "markdown",

"id": "ffd5ff6d",

"metadata": {},

"source": [

"5.COMPILE THE MODEL"

]

},

{

"cell\_type": "code",

"execution\_count": 16,

"id": "f04b25ce",

"metadata": {},

"outputs": [],

"source": [

"model.compile(loss=\"categorical\_crossentropy\",metrics=[\"accuracy\"],optimizer='adam')"

]

},

{

"cell\_type": "code",

"execution\_count": 17,

"id": "7c087a88",

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"180"

]

},

"execution\_count": 17,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"len(x\_train)"

]

},

{

"cell\_type": "code",

"execution\_count": 18,

"id": "927c72cb",

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"180"

]

},

"execution\_count": 18,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"len(x\_test)"

]

},

{

"cell\_type": "markdown",

"id": "a202252b",

"metadata": {},

"source": [

"6.FIT THE MODEL"

]

},

{

"cell\_type": "code",

"execution\_count": 19,

"id": "bf8c1e65",

"metadata": {},

"outputs": [

{

"name": "stdout",

"output\_type": "stream",

"text": [

"Epoch 1/5\n",

"180/180 [==============================] - 379s 2s/step - loss: 1.2657 - accuracy: 0.4681 - val\_loss: 1.0761 - val\_accuracy: 0.5798\n",

"Epoch 2/5\n",

"180/180 [==============================] - 138s 767ms/step - loss: 1.0503 - accuracy: 0.5784 - val\_loss: 0.9687 - val\_accuracy: 0.6115\n",

"Epoch 3/5\n",

"180/180 [==============================] - 128s 711ms/step - loss: 0.9889 - accuracy: 0.6092 - val\_loss: 0.8925 - val\_accuracy: 0.6461\n",

"Epoch 4/5\n",

"180/180 [==============================] - 123s 683ms/step - loss: 0.9120 - accuracy: 0.6426 - val\_loss: 0.8636 - val\_accuracy: 0.6720\n",

"Epoch 5/5\n",

"180/180 [==============================] - 123s 684ms/step - loss: 0.8624 - accuracy: 0.6613 - val\_loss: 0.8027 - val\_accuracy: 0.6933\n"

]

},

{

"data": {

"text/plain": [

"<keras.callbacks.History at 0x2187cc81a30>"

]

},

"execution\_count": 19,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"model.fit(x\_train,epochs=5,validation\_data=x\_test,steps\_per\_epoch=len(x\_train),validation\_steps=len(x\_test))"

]

},

{

"cell\_type": "markdown",

"id": "bf83cff5",

"metadata": {},

"source": [

"7.SAVE THE MODEL"

]

},

{

"cell\_type": "code",

"execution\_count": 20,

"id": "3c55940a",

"metadata": {},

"outputs": [],

"source": [

"model.save(\"flower1.h5\")"

]

},

{

"cell\_type": "markdown",

"id": "3a478ace",

"metadata": {},

"source": [

"8.TEST THE MODEL"

]

},

{

"cell\_type": "code",

"execution\_count": 2,

"id": "e2f576b2",

"metadata": {},

"outputs": [],

"source": [

"from tensorflow.keras.models import load\_model\n",

"from tensorflow.keras.preprocessing import image \n",

"import numpy as np"

]

},

{

"cell\_type": "code",

"execution\_count": 3,

"id": "baf88da1",

"metadata": {},

"outputs": [],

"source": [

"model=load\_model(\"flower1.h5\")"

]

},

{

"cell\_type": "code",

"execution\_count": 4,

"id": "e6d6c223",

"metadata": {},

"outputs": [],

"source": [

"img=image.load\_img(\"5794835\_d15905c7c8\_n.jpg\",target\_size=(64,64))"

]

},

{

"cell\_type": "code",

"execution\_count": 5,

"id": "2f6b5026",

"metadata": {},

"outputs": [

{

"data": {

"image/png": "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",

"text/plain": [

"<PIL.Image.Image image mode=RGB size=64x64 at 0x168B8727D00>"

]

},

"execution\_count": 5,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"img"

]

},

{

"cell\_type": "code",

"execution\_count": 6,

"id": "2a80ace5",

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"PIL.Image.Image"

]

},

"execution\_count": 6,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"type(img)"

]

},

{

"cell\_type": "code",

"execution\_count": 7,

"id": "558ee8ca",

"metadata": {},

"outputs": [],

"source": [

"x = image.img\_to\_array(img)"

]

},

{

"cell\_type": "code",

"execution\_count": 8,

"id": "1f27cca9",

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"array([[[ 75., 89., 36.],\n",

" [ 78., 93., 38.],\n",

" [ 77., 92., 35.],\n",

" ...,\n",

" [ 94., 95., 53.],\n",

" [ 93., 91., 52.],\n",

" [ 80., 91., 48.]],\n",

"\n",

" [[ 76., 91., 36.],\n",

" [ 80., 95., 36.],\n",

" [ 78., 93., 34.],\n",

" ...,\n",

" [112., 105., 63.],\n",

" [104., 99., 57.],\n",

" [ 91., 92., 52.]],\n",

"\n",

" [[ 79., 94., 39.],\n",

" [ 82., 97., 38.],\n",

" [ 81., 97., 34.],\n",

" ...,\n",

" [122., 110., 70.],\n",

" [114., 106., 67.],\n",

" [101., 99., 58.]],\n",

"\n",

" ...,\n",

"\n",

" [[118., 119., 105.],\n",

" [127., 121., 109.],\n",

" [134., 128., 116.],\n",

" ...,\n",

" [109., 129., 68.],\n",

" [110., 127., 72.],\n",

" [111., 123., 73.]],\n",

"\n",

" [[133., 127., 115.],\n",

" [133., 131., 116.],\n",

" [142., 136., 124.],\n",

" ...,\n",

" [ 83., 104., 47.],\n",

" [ 80., 104., 46.],\n",

" [ 91., 103., 55.]],\n",

"\n",

" [[142., 133., 124.],\n",

" [144., 136., 125.],\n",

" [144., 138., 126.],\n",

" ...,\n",

" [ 72., 93., 37.],\n",

" [ 72., 94., 47.],\n",

" [ 77., 90., 47.]]], dtype=float32)"

]

},

"execution\_count": 8,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"x"

]

},

{

"cell\_type": "code",

"execution\_count": 9,

"id": "82ef450e",

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"(64, 64, 3)"

]

},

"execution\_count": 9,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"x.shape"

]

},

{

"cell\_type": "code",

"execution\_count": 10,

"id": "d1391355",

"metadata": {},

"outputs": [],

"source": [

"x = np.expand\_dims(x,axis=0)"

]

},

{

"cell\_type": "code",

"execution\_count": 11,

"id": "33d21c7d",

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"(1, 64, 64, 3)"

]

},

"execution\_count": 11,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"x.shape"

]

},

{

"cell\_type": "code",

"execution\_count": 12,

"id": "a5df1a13",

"metadata": {},

"outputs": [

{

"name": "stdout",

"output\_type": "stream",

"text": [

"1/1 [==============================] - 1s 595ms/step\n"

]

}

],

"source": [

"pred\_prob = model.predict(x)"

]

},

{

"cell\_type": "code",

"execution\_count": 13,

"id": "971f4fb1",

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"array([[1., 0., 0., 0., 0.]], dtype=float32)"

]

},

"execution\_count": 13,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"pred\_prob"

]

},

{

"cell\_type": "code",

"execution\_count": 14,

"id": "33562758",

"metadata": {},

"outputs": [],

"source": [

"class\_name=[\"daisy\",\"dandelio\",\"rose\",\"sunflower\",\"tulip\"]\n",

"pred\_id = pred\_prob.argmax(axis=1)[0]"

]

},

{

"cell\_type": "code",

"execution\_count": 15,

"id": "066314ba",

"metadata": {},

"outputs": [

{

"data": {

"text/plain": [

"0"

]

},

"execution\_count": 15,

"metadata": {},

"output\_type": "execute\_result"

}

],

"source": [

"pred\_id"

]

},

{

"cell\_type": "code",

"execution\_count": 16,

"id": "35458b39",

"metadata": {},

"outputs": [

{

"name": "stdout",

"output\_type": "stream",

"text": [

"predicted animal is daisy\n"

]

}

],

"source": [

"print(\"predicted animal is \",str(class\_name[pred\_id]))"

]

},

{

"cell\_type": "code",

"execution\_count": null,

"id": "1328746f",

"metadata": {},

"outputs": [],

"source": []

}

],

"metadata": {

"kernelspec": {

"display\_name": "Python 3 (ipykernel)",

"language": "python",

"name": "python3"

},

"language\_info": {

"codemirror\_mode": {

"name": "ipython",

"version": 3

},

"file\_extension": ".py",

"mimetype": "text/x-python",

"name": "python",

"nbconvert\_exporter": "python",

"pygments\_lexer": "ipython3",

"version": "3.9.12"

}

},

"nbformat": 4,

"nbformat\_minor": 5

}